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Context-aware computing is one of the research fields in pervasive computing and mobile computing. 
Context-aware systems can react to the user’s preference according to the circumstances called context 
including location, time and other environment conditions. Many context-aware computing paradigms 
were developed in recent year; however, it is difficult for the present systems to extend the application 
domains and interoperate with other service systems due to the problem of heterogeneity among systems. 
In this paper, an extendible context-aware service system importing the concept of context independence is 
proposed and designed. The main idea of context independence includes the physical context 
independence and the logical context independence. The approaches of constructing context independence 
are also provided for the proposed system architecture. The context-aware system thus can easily integrate 
different service domains and diverse devices into a unifying environment. 
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1 Introduction  

Ubiquitous computing was the vision initiated by M. Weiser from Xerox PARC (Palo Alto Research 
Center) in 1991 [21]. It is also known as pervasive computing for some researchers. The vision of 
constructing pervasive computing environment collects and integrates significant hardware, system, 
communication, and information technologies to provide appropriate service for our lives in a 
vanishing way. The goal is to make users and their service tasks the aim rather than the computing 
devices. In traditional computation environment, like PC-based working style, is hard to achieve the 
purpose of embedding in everyday living environments. With the rapid growth of mobile devices such 
as PDAs and smart phones, the techniques of mobile computing are becoming important and popular 
in recent years. The applications of mobile computing conduct the research issues to pervasive 
computing and ubiquitous computing. Context-aware computing is also one of the research fields and 
domains in mobile computing. A context-aware system is a mobile environment in which applications 
can discover and make use of context information including user location, time, date, nearby devices 
and other environmental activities to adapt their operations and behavior [6]. Due to the fast 
development of wireless communication on mobile devices, different kinds of context-aware 
architectures were designed and employed for a wide spectrum of applications [2]. However, since the 
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individual focus of each framework on its specific application domain, the current context-aware 
systems are heterogeneous in all aspects, such as hardware, mobile resources, operating systems, 
application software, and platforms. The serious heterogeneous characteristics of context-aware 
computing are especially important and become significant drawbacks while developing or integrating 
context-aware services for the applications in mobile computing environment. 

In this paper a framework for context-aware service and the approaches of achieving context 
independence are proposed and developed. In this framework, we introduce the idea of ANSI/SPARC 
architecture for database management to context-aware computing. The concept of context 
independence is revealed in the system framework. Two types of context independence, the physical 
context independence and the logical context independence, are presented. The purpose of the physical 
context independence is to prevent misinterpreting raw data from mobile devices with various 
standards; whereas the logical context independence is to allow context to be understood and applied 
by applications. As a result of context independence, cross-domain applications will be able to be built 
by developers for mobile devices used in the existing service domains regardless of the heterogeneity 
of mobile computing environment. The context-aware architecture thus can integrate different service 
applications and diverse mobile devices into a unifying context-aware system. 

The remainder of this paper is structured as follows. Section 2 reviews the related researches of 
context-aware systems. The framework for context-aware service and the system architecture are 
introduced in Section 3. The detailed functions of system components are also discussed in this 
section. Section 4 describes the approaches of completing context independence. Consecutively, we 
construct an application developed under the architecture to demonstrate the feasibility of the system in 
Section 5. Section 6 summarizes the work presented here and expresses the future work. 

2 Related Researches 

The early applications of context-aware systems started when Want et al. proposed the Active Badge 
Location System in 1992 [20]. The term context-aware first appeared in 1994 mentioned by Schilit and 
Theimer [18]. Then, various architectures of context-aware systems based on the framework of context 
management [14] were proposed. The Context Toolkit (Dey et al., 2000) [9, 10] provided context 
interpretation using widgets and a set of object-oriented API to offer the creation of service 
components. The Hydrogen (Hofer et al, 2002) [13] is a framework based on layered architecture in 
which contains the adaptor layer, the management layer and the application layer. The Gaia project 
(Roman et al., 2002) [17] is a middle-ware based architecture; the system consists of Gaia kernel and 
application framework to support the development and execution of mobile applications. Another 
middle-ware system, SOCAM (Gu et al. 2004) [11], uses a central server called context interpreter to 
obtain context data for building and prototyping of context-aware services. The CORTEX system 
(Biegel et al., 2004) [4] is also a middle-ware structure based on sentient object model which supports 
the context-aware services in an ad-hoc mobile environment. CoBrA (Chen et al. 2003) [7] is an agent 
based architecture especially designed and used for pervasive computing of an intelligent space. The 
system manages and shares a context model using a community of agents.  

Each context-aware framework discussed above is generally utilized on its individual specific 
domain of employment. The problem of heterogeneity issues were characterized not only on the 
physical devices but also on the logical context interoperability. To bridging the communication 
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between heterogeneous devices, Nakazawa et al. [16] presented a framework for heterogeneity 
handling. Bartelt et al. [3] proposed a system that can integrate devices dynamically and enable 
interoperability between them. Schmohl and Baumgarten [19] further derived a generalized context-
aware architecture for mobile computing environments to resolve the heterogeneity issues in both 
context-awareness and interoperability domains. 

3    The Framework and System Architecture 

The proposed context-aware system architecture follows the general framework presented in [1] and [2] 
but makes some modification. The five-layer model in [1] consists of the physical, the data, the 
semantic, the inference and the application layers. These layers in this model focus on the descriptions 
of functions in a context-aware system instead of a framework. The abstract five-layer proposed in [2] 
presents a conceptual framework of a context-aware system containing the sensors, the raw data, the 
preprocessing, the storage/management, and the application layers. The preprocessing layer in this 
framework emphasized the interpreting and reasoning of context from raw data. The access of context 
is controlled by the storage/management layer. However, context information is generally complex and 
diverse for context-aware systems in mobile computing environments. The management of context 
information is an important task. The framework thus was modified to reveal the role of context 
manipulation. The modified conceptual framework consists of five layers: the device layer, the 
resource layer, the context layer, the storage layer, and the application layer; as shown in Figure 1.  

The contents of each layer are described as follows. 

1) The device layer: This layer contains the physical equipments and devices operated and used in the 
context-aware systems including sensors, identifiers, mobile devices, and actuators, etc. 

2) The resource layer: Entire resources of the context-aware computing environment including places, 
persons, devices, and objects are constructed and managed in the resource layer. The resources of 
the environment are generally called the domain knowledge of the system and the knowledge can 
be represented as ontology or semantic networks. A mapping component between the device layer 
and the resource layer is also needed and used to bridge the device layer and the context layer for 
archiving physical context independence. 

3) The context layer: Context processing is the core of a context-aware system. Context information is 
generated and managed in this layer. The interactive activities in the resource layer are presented as 
context and used to adapt behavior of the system. Context model is needed here to define and 
represent context data. Effective context extraction and efficient context management are the main 
two components for processing context. 

4) The storage layer: The storage layer stores not only the context data of the current status but also 
the historical context data in the context-aware system. The context data produced in the context 
layer are used to provide the services of applications in the application layer. In order to easily 
access context data, an effective context database is important. The context data access mechanism 
generally includes the storage of context schema and context query. The usage of a context 
database system has to match the representing structure of context model in the context layer. 

5) The application layer: In this layer, application can be built and executed by querying the current 
status of context and the related historical context data from the context database in the storage 
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layer. Since the contents of context-awareness are accessed by context queries from context 
databases, the various applications can be constructed under diverse application developing 
platforms.  

 
Figure 1 The five-layer conceptual framework. 

 

In the five-layer framework, the main task of the resource layer, the context layer, and the storage 
layer is to process and manage the context from the different devices and support various kinds of 
application services. Hence, the context independence is considered between these three layers and the 
others layers. Two kinds of context independence are revealed in this framework: physical context 
independence and logical context independence. 

The physical context independence is defined as the immunity of context to the change and update 
of physical mobile devices. A traditional context interpreter is dedicated to interpreting the context for 
a specific device in an application. Although such a tightly coupled methodology results in good 
performance of fast reaction for system, the drawback is that the application does not work and the 
service cannot be extended to other devices without completely packing the context function. The 
physical context independence tries to solve this problem. It means that the devices and platforms used 
in context-aware service can be changed, reconstructed and replaced anytime regardless of updating 
the software or middleware for context interpretation. 

The logical context independence is considered between the application layer and the storage layer. 
In previous context-aware systems, applications use context to reason and trigger the actuator in a 
predefined service program. It is lacking in flexibility of constructing or updating new services. Further, 
it is difficult for the context-aware system to manage and reuse a great deal of context. The logical 
context independence separates application services from context process. The context is managed and 
stored by the context layer and the storage layer, respectively. The application layer employs context to 
detect circumstances and develop guest services instead of direct programming by middleware. 

For accomplishing this framework, the architecture of context-aware system based on context 
database management (CADBA) is designed. The architecture is shown as Figure 2. The functions of 
each component are described as follows: 

 Mobile devices: This component is the device layer in the framework of Figure 1. The possible 
hardware and the drivers used in the domain that could be mobile devices like PDAs, smart cell 
phones, or detecting sensors like thermometers, RFIDs, or actuators like alarms, temperature 
regulators. 

Application layer 

Storage layer 
Context layer 

Resource layer 

Device layer 

Logical context independence 

Physical context independence 

Context processing and management 
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 Mobile devices: This component is the device layer in the framework of Figure 1. The possible 
hardware and the drivers used in the domain that could be mobile devices like PDAs, smart cell 
phones, or detecting sensors like thermometers, RFIDs, or actuators like alarms, temperature 
regulators. 

 
Figure 2 The architecture. 

 

 Device manager: The devices in the device layer have to be registered and named before they are 
used. The device manager containing the sensor manager and the actuator manager supports a 
flexible tool for collecting and monitoring the status of all current devices in the system. The 
devices can be classified into different types according to their properties for the sake of managing 
easily. 

 Domain knowledge: It contains the entire resources of the context-aware computing including 
places, persons, devices, and objects. The resources are described by knowledge representations 
like ontology or semantic networks. The domain knowledge can be generally divided into three 
categories.  

1)  Places: All possible locations where activities will occur in the environment of applications. 

2) Persons: The possible people including the application users and other persons who interact in 
the system. 

3) Devices: The description for all existing devices that support the device manager to record the 
status of the hardware. 
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Except the above individual domain knowledge, the mapping of the relationships between places 
and devices, and the relationships between persons and devices are also needed to be depicted in 
the domain knowledge.  

 Context interpreter and context aggregator: The raw signals from sensors or mobile devices cannot 
work as their original format. They have to be transformed to context information in context-aware 
system. The context interpreter is used to interpret the structures of raw data from sensors and 
represent the information as low-level context called sensor context. The context aggregator then 
gathers the related low-level sensor context data to form a higher-level context. As soon as the 
context model is provided, context can be generated by context interpreters and context 
aggregators. The context model is discussed as next description. 

 Context model: The context model is essential for a context-aware system to progress the context 
processing. Ontology implemented in OWL is a suggested representation for representing and 
sharing context knowledge. To archive the physical context independence of the architecture, the 
context data are divided into three classes. The approaches of constructing context model and 
managing devices as a context are described in next section. 

 Context management: Context-aware computing implies the interconnection of people, devices, 
and environments. It makes possibility of sharing the users’ context among each other in 
heterogeneous systems. As a consequence, the issues on context management are getting 
complicated and important in cross-domain mobile computing. The challenges include context 
configuration, device fault, context conflict, context inconsistency and security [12]. These 
problems will be discovered and discussed as new research topics while more context-aware 
systems are developed and more interactions are needed in the wide-spread mobile applications. 

 Context database: In order to conduct the context independence to the context-aware applications, 
a powerful context database is the kernel of the system. The purpose of context database is to 
provide the integration of current system context and the storage of historical context data. As a 
traditional database system operates, the context database system must store context data with well-
defined context data schema. As usual, the storage schema is strongly connected and matched to 
the context model of the system. The main function of the context database is to provide an 
efficient context access mechanism to store and retrieve context data using context queries. 

 Service provider: Generally, the mobile services and applications are dependent on the context of 
the context-aware system. That is, the location, the user, date, time and the surrounding objects 
may determine the response of user’s requirements. The source of the context comes from the 
context database. The functions of the service provider consist of context querying, service 
construction, and service coordination. To satisfy the user’s need and complete the application, the 
service provider starts context process by context querying. Then, the returning context data from 
the context database are collected to determine and prepare the necessary services. Finally, the 
service coordinator is used to arrange the sequence of services and perform the services in the 
application. The logical context independence is accomplished by accessing context data to adapt 
system for satisfying applications under distinct platforms using unifying context queries. 
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4    The Enforcement of Context Independence  

The core of executing context independence in the proposed architecture is the components of the 
context interpreter and the service provider. However, the context model is essential for a context-
aware system and the representation of context must be determined before performing the context 
interpreter and the service provider. In general, the context model can be constructed by any proper 
knowledge representation. As the previous mention, ontology represented in OWL is a suitable context 
model for the proposed architecture. The reasons are: 

1) The structure of an ontology is easy to describe, and is flexible to extend. Further, ontology 
construction tools are popular. 

2) The techniques of ontology fusion can be applied to integrate heterogeneous context models. 

3) The representation, like OWL, is XML based scripts. It is formatted, unified, and standardized. 

4) There exist native XML database systems [15] and query tools - Xquery [5] for accessing XML 
data and structures. 

Hence, designing context model and domain knowledge as ontology in XML based representation 
can take advantage of not only the characteristics on XML storage structures but also the well-
designed query language. While importing data from sensor devices, the XML format is also easy to 
convey the information extracted by data acquisition interface to the context interpreter. In additional 
to XML-based context model, the context used in the system can be divided into three levels: 

 Sensor context (Contextsensor): This type of context is the essential raw information triggered by 
sensors and interpreted by context interpreters directly. The definition is as follows:  

Contextsensor = Interpret{sensori|sensori∈Dj and Dj⊆Dev}, 

where sensori is a kind of sensors in the type of devices Dj, and Dev is the set of all types of devices 
in the context aware system. 

 Event context (Contextevent): This type of context is aggregated by different sensor context. We 
define the behavior of aggregating various actions of sensors as an event context. 

Contextevent = Aggregate{U
m

j

sensorjContext
1=

}. 

 Scenario Context (Contextscenario): The scenario context is another high-lever context containing not 
only sensor context but also at least one event context. The scenario context is defined as follows: 

Contextscenario= Aggregate{U
n

i

eventiContext
1=

}∪{U
m

i

senosriContext
1=

}, 

where 1≤|Contextevent|≤n and 1≤|Contextsensor|≤m, or 2≤|Contextevent|≤n and 0≤|Contextsensor|≤m. 

Based on the above definitions of distinct context, the physical context independence can be 
accomplished by an XSL (eXtensible Stylesheet Language) scripts based context interpreter. As shown 
in Figure 3, the context interpreter consists of context editor and XSLT (XSL Transformation) 
processor. Mobile sensors prepared circumstances data in XML format and delivered them to the 
context interpreter. After sensor data were received by the context interpreter, the context editor is used 
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to confirm the relationship between sensor data and sensor context according to the definitions in 
context model. An XSL script will be generated for interpreting the sensor context if the confirmation 
is done. Then, the XSLT processor is used to translate original XML sensor data into XML formatted 
sensor context in context model.  

 
Figure 3 The context interpreter for physical context independence. 

While completing the sensor context, the context editor can aggregate sensor context into event 
context and scenario context. The context editor is demonstrated as Figure 4. First, the editor reads the 
XML sensor data or others context from context model, as shown in Figure 4(a). Second, the 
corresponding context in the context-aware system is selected from context model, as Figure 4(b) 
shows. The next step shown in Figure 4(c) is to arrange the interpreting operations. Some predefined 
transformation functions and user defined operations can be added into the system for transferring data 
values to meaningful context. At last, the finished context mapping, as Figure 4(d), can be stored in 
XSL script to interpret the context in the context-aware system. Since the context interpreter is done by 
interpretation scripts, the context interpreter only builds a new context interpretation script instead of 
full-function program while mobile devices are updated or changed. The goal of the physical context 
independence can be enforced. 

A context-aware system perceives context generated from environment. The service provider 
takes charge of staring reactions for users. The context describing events of applications has to be 
collected first, and then the service provider determines if the action will be fired. The entire generated 
context in the CADBA architecture is stored in the context database in XML format. Xquery [5] can be 
used to access context easily. As shown in Figure 5, a new service is built by applying XQuery API to 
check the existing of context from context database and provide the message of reaction through web 
service. In this strategy, services are not concern with the detailed context generation and management 
at the lower layers of the system. Services do not need to be rebuilt if the context is modified. New 
services can also be built and applied by any mobile application directly regardless of the hardware 
types and operating systems. The logical context independence thus is accomplished. 
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(a)      (b) 

 

   
(c)      (d) 

Figure 4 The context editor. 

 

 

Figure 5 The service provider for logical context independence 

 

The problem of heterogeneity is a bottleneck while developing and extending context-aware 
systems in mobile computing environment. The enforcement of context independence resolves 
dependency of devices and improves interoperability of applications.  

Service  
Provider 

[Web Service] 

eXist API XQuery

Context 
Database 

New services 
for the system 

SOAP

SOAP



 

 

58      Extendible Context-Aware Service System For Mobile Computing

 

5    An Application of Home Safety based on CADBA 

We had constructed an application of Home Safety context-aware system based on the proposed 
CADBA architecture [8]. The environment of the system is shown in Figure 6. The home space is 
separated into a garage, a living room, a dining room, a bathroom, a kitchen, a yard and a balcony. The 
members of family consist of the couple (George and Catherine), their parents, their child (Lesten) and 
a pet (a dog called Small). Figure 7 shows their relationships. The house equips a lot of devices 
including sensors on each doors and windows, smoke detectors and infrared object detectors, actuators 
like alarms, and RFID keys detectors. 

 

Figure 6 The environment of the Home Safety. 

 

 
Figure 7 The members of Family. 
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All above resources are described and built as the context model in a OWL ontology form by 
Protégé. The context represented in Contextsensor, Contextevent and Contextscenario are shown as the 
following examples. 

1) The sensor context described the sensor of Door_1 being detected in the “open” status, the 
corresponding Contextsensor : 

“The Door_1 opened”   (ContextDoor_1 ← open) 

2) More sensors detected different sensor context that were aggregated by context interpreter with 
detecting father in the room and Door_1 was opened at 10:00 AM. The resulting event context, 
Contextevent : 

 
3) The event context “father is at dining room from 9:00 to 10:00” and the sensor context “father used 

table” can be aggregated into a higher level scenario context, Contextscenario: 

 
The above three classes of context are defined by the context editor of context interpreter. While 

the context-aware system operates successfully, the context interpreter will generate context as the 
XLS definitions. The interpreted context are represented as XML descriptions and stored in the context 
database. The context schema is important for efficient context management when a great deal of 
context is generated. The storage structure is shown in Figure 8 as a tree-like structure of XML. In this 
case, the top level of the structure is location since the place is well-marked and is almost static. Such a 
design is helpful for the maintenance of the sensor devices. It is also convenient for engineering to 
extend new devices and update sensor context. The lower level of the structure is date and time. It is 
designed for recording each room’s activities everyday. Since the users in this application are mobile 
targets, the context model has them be stored to the right place and the right time when an activity 
occurs. A native XML database eXist [15] is used to be the context database in this application. The 
main advantage of applying native XML database is that the system can store the XML description 
directly and provides efficient XML search engine for query language such as XQuery. 

Contexttable← Father 

Father used table 

ContextDlining_room←Father
StartTime ←: 09:00 AM 

EndTime ← : 10:00 AM 

Father is at dining room 
from 9:00-10:00

Father ate breakfast at dining room 
from 9:00 to 10:00 Contextscenario 

Contextroom_1← Father

Time ← 10:00 AM 

Father open Door_1 at 10:00AM ContextDoor_1 ← open 

Contextevent 



 

 

60      Extendible Context-Aware Service System For Mobile Computing

 

While the current awareness context and the historical context are maintained in the context 
database, the service provider then tries to detect the context data using context queries. If the scenario 
context or the event context contained in the target service is detected and all the conditions are 
satisfied, the target service will be triggered. It is clear that the service works on any device in which 
can inquire and accept context. Hence, the heterogeneous application domains can be integrated 
smoothly after the fusion of context models belonging to different systems. The advantage of context 
independence obviously improves the ability of system extension in this case. 

 

 
Figure 8. The structure of XML in context database. 

 

6    Conclusion 

The main contribution of this paper is to reveal the concept of context independence. For 
accomplishing the proposed idea, a framework for context-aware service and a context-aware 
architecture CADBA based on context database for mobile computing are developed. The proposed 
architecture employs the ANSI/SPARC database management architecture into the context-aware 
computing. We also design the approaches of enforcing the physical context independence and the 
logical context independence to demonstrate the feasibility of the architecture. Based on the context 
database, context independence is accomplished and the system can be extended easily. The 
heterogeneity environments in mobile computing will gain a graceful solution.  

This work is intended as a starting point of future research on context-aware computing. A 
generalized context interpreter is being investigated and the problems of context management for 
context-aware computing will be paid more attention in the future. 
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