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Enabling real end-user programming development is the next logical stage in the evolution of Internet-
wide service-based applications. Even so, the vision of end users programming their own web-based
solutions has not yet materialized. This will continue to be so unless both industry and the research
community rise to the ambitious challenge of devising an end-to-end compositional model for developing
a new age of end-user web application development tools. This paper describes a new composition model
designed to empower programming-illiterate end users to create and share their own off-the-shelf rich
Internet applications in a fully visual fashion. This paper presents the main insights and outcomes of our
research and development efforts as part of a number of successful European Union research projects. A
framework implementing this model was developed as part of the European Seventh Framework
Programme FAST Project and the Spanish EzWeb Project and allowed us to validate the rationale behind
our approach.
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1 Introduction

Since the year 2000, enterprises and private customers have been refusing to pay for standardized or
commodity-type software products, and both the business-to-business (B2B) and business-to-customer
(B2C) information technology economies turned to software as a service-based (SaaS) model [1]
through service-oriented architectures (SOA) [2]. SOAs increase asset reuse, reduce integration
expenses and improve the rate at which businesses can respond to new demands. The main idea is to
allow enterprises and even customers to access, exploit and customize their own software solutions by
composing and orchestrating heterogeneous Internet services within the future Internet of Services
(IoS) [3]. SOA, however, was conceived in an enterprise world, fostering B2B aspects, like business
governance or automatic mediation but overlooking human-computer interaction (HCI) issues, like
user-service interaction, flexibility or legibility. Therefore, the application of SOA technologies
partially covers enterprise demands, but does not meet user requirements and expectations. Not all end
users are capable of orchestrating the services that they are obliged to use, and the development of
highly usable applications that offer a similar user experience to their desktop counterparts and exploit
these services is way beyond their capabilities. Users are looking for rich, effective applications fed by
the services of the emerging IoS that are, whenever possible, also tailorable to their needs [4].
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In response to these weaknesses, rich internet applications (RIAs) are swarming on to the Internet
market. RIAs are more efficient applications that have a better response time and offer a better user
experience than traditional web applications. They also provide users with a means of managing some
of the services that they need [5]. This remedies a number of the shortcomings identified by users who
increasingly view the web as a new platform on which to run many of the software applications they
use every day [6]. On the downside, most RIAs are inflexible and are not end-user tailorable, confining
end users to the role of mere application consumers. The main aim of Web 2.0 is to empower end users
as the ultimate motivation, goal and motor of the Internet as a whole, and it is here that RIAs have still
not achieved their full potential [7]. Web 2.0 should have evolved RIAs through the new concept of
“prosumers”: consumers of web services and applications that are at the same time developers capable
of customizing their own products [6]. This idea would implement real end-user development [8],
enabling users to tailor RIAs to their needs. Janner et al. [4] and Garrigos et al. [9] discussed this
concept, indicating the importance of service front-ends for bridging the gap between the service
technical layer and end users.

There are key proposals offering DIY (do-it-yourself) [10] guidance on evolving RIAs to meet
end-user demands and requirements through mashups of interoperable and highly configurable visual
interface elements that invoke back-end services from such user-centred interfaces as iGoogle
(http://www.google.com/ig), Yahoo! Pipes (http://pipes.yahoo.com/), Yahoo! Dapper
(http://open.dapper.net), Netvibes (http://www.netvibes.com), JackBe Presto Cloud
(http://prestocloud.jackbe.com/), Microsoft Popfly (http://www.popfly.com), OpenKapow and Kapow
Katalyst (www.kapowsoftware.com), AMICO (http://amico.sourceforge.net/), Marmite
(http://www.cs.cmu.edu/~jasonh/projects/marmite/) or EzWeb (http://ezweb.morfeo-project.org/).
These solutions encourage the practice of mashing up resource front-ends to simplify the exploitation
and invocation by end users of all sorts of web services tailored to their context and knowledge [11].

The end-user development (EUD) model would be a compositional development model, where
programming-illiterate users do the composing [8]. But this model has yet to be formalized and
structured. The increasingly globalized and fierce competition within an ecosystem of EUD solutions
has driven developers (Google, Yahoo!, Microsoft, Amazon, Apple, Sun, IBM, etc.) to develop their
own tools without formalizing either their underlying component model or the common composition
processes for their development. This has led to two problems. First, there is no common component
model enabling interoperability between building blocks from different manufacturers. Second, there is
no development model, or at least a set of heuristics, to guide end users through the process of building
and/or tailoring RIAs. These failings, plus the fact that current approaches for supporting end-user web
developments rely on heavyweight engineering skills [12], prevent programming-illiterate end users
from being able to satisfactorily exploit existing EUD tools [3]. This gap can be filled by designing a
whole new compositional model. This model should employ reusable and composable components
focusing on and meeting end-user requirements and expectations [13] regarding the design of a RIA to
deal with a real problem.

The purpose of the research reported here is to define a compositional model to support emerging
end-user development. This model provides guidance for non-technical users on the composition of
their own RIA based on user-centred resources. This compositional model brings together the success
factors of existing solutions (such as web mashups, spreadsheets, and so on) and has been instantiated
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by an EUD tool. This tool, developed as part of two European R&D projects, has been used to check
end-user satisfaction with the implemented compositional model and to conduct a preliminary
empirical study on whether programming-illiterate users managed to build RIAs that met a series of
specified requirements. If successful, this model would empower knowledge workers [14] to build
their own RIAs, either individually or even as part of an open community of end users sharing their
compositions [15, 16]. These RIAs would exploit end-user domain expertise in the performance and
support of their daily knowledge work. By developing their own RIAs, programming-illiterate end
users would be able to deal with more general routine problems and save problem-solving time and
effort.

The remainder of the paper is structured as follows. Section 2 presents related work and the state
of the art in EUD applied to RIAs. Section 3 explains the motivation and goals for building,
formalizing and instantiating the new EUD compositional model as a particular tool. In Section 4 we
discuss the compositional model requirements and several other properties that they should have.
These requirements are tailored to the user-centred RIA development domain, stipulating specific
requirements for generating the proposed compositional model. Next, we analyse the main parts of the
proposed compositional model: Section 5 deals with the component model, Section 6 with the
development model, and Section 7 with the composition languages. Section 8 then presents the results
of a study that we conducted to test the EzWeb/FAST tool implementing the compositional model.
This study was useful for evaluating how well the principles and ideas embodied in the compositional
model lived up to real user expectations. Finally, Section 9 concludes this paper and presents a brief
outline of future work.

2     Background

In their capacity of knowledge workers of a domain with which they are at ease and familiar [10], end
users are perfectly clear about the requirements of the problem that they have to solve [14]. At present,
however, they have to convey this knowledge/expertise to someone with programming skills that can
create an application that meets the requirements. Consequently, there is often a gap between the target
and real application, called the paradox of expertise [17]. Web 2.0 spawned the user-centred DIY
philosophy, claiming that users should be able to be the providers and/or developers of the web
applications that they consume. This approach proposed centring existing services and resources on
end users so that they could do the development work, thereby cutting the development cost and time
of their final solutions [14]. On top of this, Web 2.0 also offered new enabling technologies, such as
AJAX, to lay the foundations for more usable applications that were more appealing to end users, like
RIAs [18].

This whole philosophy had been coined years earlier as end-user development [19]. This time,
however, it was directed at the web applications domain. There have been several key applications that
were very well accepted by end users outside the web world, such as spreadsheets or email filters [8].
But the web includes a novel aspect that has not yet been exploited in the EUD domain: all EUD
solutions, for example, spreadsheets, are ultimately based on off-the-shelf back-end functions, such as
mathematical functions on data, that can be visually and simply invoked by users. If an as yet non-
existent function is required to solve the problem (for example, a function that is not implemented in
Excel), end users will not be able to find a solution to their problem. Thanks to the web, though, end-
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user development components and back-end functions can be service wrappings available in a service-
oriented architecture (SOA), for example. This way, today’s Internet provides EUD with the
unprecedented wealth of an ecosystem of services and resources that can serve, having been previously
wrapped by means of a REST philosophy [20], as a back-end for the new user-centred RIAs [18]. This
wealth of functionality, plus the possibility of creating visually appealing web applications, makes the
above EUD constraints, which limited the end-user options and generated a high interest in academia
and industry [3], a thing of the past.

Faced with Web 2.0 business opportunities, some companies started to focus on people, and hence
RIAs, as the SOA entry point [16]. What they needed was a means to bridge the gap between people
and services. It was then that they came up against the traditional shortcomings of RIAs. Consequently,
a number of user-centred RIA business frameworks are now beginning to proliferate. Worthy of note
are IBM's solution, named SOA for people [21], and SAP's proposal, called SOA-People
(http://www.soapeople.com). They focus on a portal framework acting as a SOA front-end to
maximize people's productivity and collaboration. The increasing interest in this approach is indicative
of the current importance of user-centred SOA in the business world. However, existing approaches
focus on employing particular Web 2.0-based technologies to deliver a front-end to SOA rather than
lending attention to the EUD process and user-friendly component modelling [22].

Other companies are focusing on a different approach, stressing the mashup and EUD ideas, but
overlooking the exploitation of real back-end business logic. This is the case of the aforementioned
iGoogle, Yahoo! Pipes, Yahoo! Dapper, OpenKapow, Kapow Katalyst Platform, JackBe Presto Cloud,
Netvibes, Microsoft Popfly, Marmite [23], AMICO [24] and so on.

These solutions somehow empower programming-illiterate end users to develop, within a very
short time to market, their own RIAs by visually connecting components with varying abstraction
levels to create a GUI for accessing and using services and resources of different kinds. These
approaches foster composition, loose coupling and reuse on the front-end layer, and aim to advance
towards a user-centred service conception [19]. The EUD movement is based on the same premises
[8]: offer users visual compositional programming interfaces based on closed, off-the-shelf
components (ranging from web forms, through data operators, visual elements, like buttons, fillable
fields, to mathematical functions, etc.) available in some sort of repository. Users will be able to
integrate these components into their target design often using drag-and-drop techniques. Each
component is a node within a dataflow. This way, the data, sourced from either the user at runtime or a
some service invocation, pass from one component to another and generate a workflow, where each
component solves part of the problem at hand. All these premises are set out in several technical
reports generated by the Open Mashup Alliance (OMA) [25], which has been trying to join the efforts
of the different web mashup approaches since 2009. An end-user applications development model
should implement these premises based on a number of success factors examined in [8], of which the
following should be highlighted:

• The components behave like black boxes that perform a function on input data and generate
output data.

• Users instantiate these components based on a catalogue organized at different levels of
abstraction. Catalogues include natural language descriptions of each component and its
functionality.
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• The data are associated with some sort of semantics or typing whereby the EUD tool can infer
whether a design component is interoperable with another and, at design time, recommend
links between components or suggest which components might be included in a partial design
because they contain input or output data that are compatible with existing components.

Most of these factors were elicited from the most successful EUD solution to date: spreadsheets.
Also Wu et al. [26], Jones et al. [27] and Lizcano et al. [28] conducted studies analysing and
categorizing such factors.

Even though current mashup solutions take up the idea of creating data mashups, they are of no
use for creating service mashups or even managing real services in an open IoS [29]. The major pitfalls
of these solutions are that they are unable to create web applications with front-ends (as is the case of
Yahoo! Pipes or Yahoo! Dapper), do not enable intercommunication and dataflow (as is the case of
iGoogle or Netvibes) or require programming expertise (as is the case of Kapow), etc.

In any case, each EUD tool and/or approach has its pros and cons, and offers particular
functionalities in the EUD field for creating end-user solutions. To date, however, no detailed study of
these tools, their success factors and the generated products had been performed.

As mentioned earlier, this paper formalizes a new compositional model [30] focusing on the EUD
of RIAs. Its aim is not only to reshape web engineering [31] to meet the needs of EUD but also to
define its components as problem-solving building blocks (instead of programs and software
developments). This way, end users would be able to build RIAs based on elements akin to their
expertise, view of the problem and understanding of the solution [32]. We have taken a user-centred
approach based on enterprise RIAs to create this new compositional model that helps to standardize the
composition process and improve application performance and reliability [33].

This compositional model abstracts and accounts for all the current EUD solutions (iGoogle,
Kapow, Yahoo! Pipes, Yahoo! Dapper, and so on). Also it can be used to objectively compare the
approaches, eliciting their advantages and disadvantages, improving their shortcomings. More
importantly, it offers guidance for developing, enhancing and propagating more and better EUD tools
in the future.

The compositional model is the groundwork for the design of the EzWeb/FAST tool.
EzWeb/FAST implements the model and has a fair number of advantages over other EUD tools
existing today. For a comparison of the EzWeb/FAST with other EUD tools and its contributions to the
state of the art, see [34].

EzWeb/FAST relies on the European FP7 Fast and Advanced Storyboard Tools (FAST) Project
and the EzWeb R&D Project [34]. The wholly visual web IDEs (integrated development
environments) developed as part of these projects enable customers without any programming skills to
create RIAs by dragging and dropping resources and building blocks from a catalogue, and then
tailoring and interconnecting these resources to meet their requirements in a very short time to market.
These projects are part of NESSI [35], the Networked European Software and Services Initiative,
which considers the need of end users to be able to develop and exploit RIAs in the future Internet.
Other similar initiatives are beginning to proliferate in this research field. Of these, the NEXOF-RA
project [36] deserves a special mention. We are collaborating and actively participating in this project,
which aims to build the Reference Architecture for the NESSI Open Service Framework by leveraging
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research in the area of user-centred service-based systems, and to consolidate and trigger innovation in
service-oriented economies where the end user can simply orchestrate, invoke and exploit services.

The 7th Framework Programme has funded other projects similar to FAST and EzWeb, as they
embody strategic motivations and objectives on the European research and development agenda.
ServFace is another STREP project funded under the same European Commission's 7th Framework
Programme that bears some relation to the ideas presented in this paper. This initiative aims to add an
integrated UI description and development approach to SOA concepts by introducing the notion of a
correspondent user interface for services. This is a completely bottom-up EUD approach: the idea is to
enrich web services and resources with UI descriptions (i.e., in UML) to build generic faces into the
back-end, which the users can manage through such faces. We also considered this viewpoint in the
definition of the compositional RIA end-user development model.

3 Motivation and Goals for Setting up and Formalizing the New EUD Compositional Model

Empirical research has pinpointed a major challenge facing the construction of user-centred RIAs: the
creation of a visual service composition tool enabling programming-illiterate users to create and share
their own off-the-shelf resources composition [2]. The proliferation of big budget international
projects, such as FAST or ServFace, is evidence of this.

Nonetheless, the creation of a visual development tool is only the first step towards the solution of
a broader problem. This toolkit should be supported by a formalization framework [32] that validates
and standardizes the development environment, its implementation process and the produced resources
[8]. The glut of mashup tools and user-centred web services has what might be termed a heterogeneous
and contradictory rationale. The creation of a new end-user compositional model could help to create a
consistent discourse in the field of user-centred RIAs [29]. It could also lead to a common
conceptualization of the EUD process and its terminology, of how to create building blocks, and,
finally, of how to manage resource interoperation and functionality in all existing solutions [24]. This
would define the conditions to be met by EUD tool building blocks (iGoogle widgets, Yahoo!Pipes
Pipes, Yahoo!Dapper Dapps, AMICO cells and adaptors, OpenKapow gadgets and robots, etc.) to
assure flexibility, interconnection and tailoring to end-user needs [37, 28].

This formalization effort is the first step towards a hypothetical global standardization process that
could enable, through proper interconnection, the joint management of resources created by different
tools and IDEs, no matter what their source.

A user-centred compositional model improves the traceability of the RIA creation process [18], at
the same time as it increases the visibility and intelligibility of the whole EUD process [4] (from the
comprehension of the real problem, through the solution developed in the final release, to the
exploitation of the self-service solution [6]). An end-user compositional model will simplify RIA end-
user development, fostering the collaborative facet but also simultaneously improving security,
reliability and trustworthiness [37].

The visibility and traceability provided by the proposed compositional model are able to achieve
several strategic HCI goals. HCI is highly important branch of knowledge in the RIA and EUD field,
improving the user feel and experience [13]. An outline of HCI-related motivations follows [37]:
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• A user-centred compositional development model will consistently clarify the real options
that knowledge workers will have when they use EUD solutions to create their RIAs.

• The model will improve the intelligibility of both the composition process and the resources
aggregation process.

• The definition of a new compositional model will improve the visibility of the actions taken
by end users and their effects on both the development tool and the created application.

• The model will foster both development environment and development process fault
tolerance.

Another potential benefit of a compositional model would be to enable EUD frameworks to
abstract and shift the functionality and rationale behind run-time released RIAs and components to the
EUD software components by using the standardized vision and conceptualization offered by a formal
component. This way, EUD frameworks could straightforwardly import any RIA to another
framework, drawing, in all cases, on end-user effort and knowledge.

4 Requirements of the Compositional Model for the End-User RIA Development

This section will describe the requirements that we need to address in order to define the end-user
compositional model for the development of RIAs. Some of these requirements are elicited from
current EUD tools, like iGoogle, Yahoo! Pipes, OpenKapow and so on [8]. The procedure starts from
the general requirements for a compositional model accounting for the solutions and success factors of
EUD tools, and then details the specific requirements for achieving our objectives [38].

As repeatedly stated in the literature [39, 40], three key aspects need to be defined in order to
describe a software compositional model or, more generally, design a component-based software
architecture:

• Component model: a component is a concept serving to abstract an element, such as a
software element, from the real world. These abstractions are modelled to represent program
components (such as data sources, visual elements, web portals and sites, workflows,
operators, and so on) that solve a real-world problem.

• Compositional model and technique: this model states how to build the component model and
determines what mechanisms, workflows and development phases are suitable for this
purpose. Furthermore, this task must define how components should be connected for
intercommunication purposes. There are very interesting approaches to the application of
EUD for managing the evolution of web-based workflow applications [41] and for integrating
services and resources in web portals [42], outlining a RIA development model based on a
dataflow-oriented workflow among components described in the component model.

• Composition language: this language indicates how to describe the architecture of any system
conforming to the component model. Although composition languages usually define how the
components are represented, dependence on the component model should be avoided in order
to provide interoperability with different models in the composition process.

Note that, as our compositional model is designed with programming-illiterate end users in mind, only
the first two models are of any use to our target users. They define the elements that users will handle
and how they will handle them. An EUD framework or tool (such as EzWeb/FAST or the existing
iGoogle, Yahoo! Pipes, etc.) will offer end users a set of components that conform to the described
component model, as well as support and guidance for applying the composition techniques and
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building component-based web applications. End users should, however, not manage the language
implementing the components and the compositional system, which programming-proficient users will
use to code and implement components enabling EUD.

Earlier studies on compositional models [39] suggest that there are a number of requirements to be
met before building the compositional model:

• The component model must taxonomize composition interfaces with declared hooks (inputs
and outputs), omitting merely visual elements. The composition programs produce the
functional interfaces, resulting in efficient systems without any superfluous GUI elements.

• The composition techniques must consider the component hooks so that composition
programs are dataflow-based program transformers and generators.

• User composition languages shall be visual, where each type of model component shall have
different basic representations. These visual languages shall be implemented transparently for
the user as conventional code, where the use of standard object-oriented languages is an
option.

However, more detailed requirements need to be defined for specific application domains. In our
case, we need to focus on enabling the user-centred composition of applications from services and
other back-end resources to empower knowledge workers to materialize their expertise and knowledge
as ad-hoc RIAs that they themselves create to support their routine knowledge work [3, 1]. As our aim
is to create service-based RIAs, there follows a brief study of the different aspects addressed by such
applications [5]. Note that all of these aspects must be implemented by the end-user compositional
model:

• Service discovery. Service, resource and component localization is a necessary part of RIA
construction. It should gather all the required pieces: the actual services, and tailoring and
integration resources. To do this, several approaches have been proposed for the specific case
of web services. They are based on both metadata and a global catalogue or register. Some
have not succeeded due to poor semantics [43] or failure to gain a critical mass [44].

• Service invocation mechanism. At some point, the RIA will have to invoke services. The
challenge related to this aspect is to define its inputs in terms of the respective service and
then translate back the results to provide the RIA dataflow. This issue cannot be overlooked
since it has an impact on the ability to combine services from diverse sources or even
completely different services.

• Service orchestration and choreography [45]. One of the core principles of SOA is that it
relies on loosely coupled services that do not call each other directly. Processes can then be
built on top of the services to provide coordination by orchestration or choreography. Central
coordination, as in an orchestration engine, makes more sense for RIAs since the application
does the orchestration.

• User interface. The application interacts with users at all times through a set of interface
elements (such as input, output and navigation elements). Yet the UI elements are not fixed,
and they evolve depending on the results of the service invocations.

• Presentation logic. Presentation logic is all the UI-related logic that exploits context
information for tailoring and customization purposes. Also, presentation logic should address
some additional RIA problems, such as UI harmonization and multiple sources of context
information.

These aspects can be arranged into a very broad spectrum of component models, as discussed in
[46, 47 and 33]. By adopting the maximum modularity principle to take advantage of the long tail of
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users, these options can be narrowed down. Most knowledge workers actually have trouble accessing
or even understanding web services because they do not have a user interface. On the other hand, a
smaller group of power knowledge workers is able to deal with interface and service abstractions as
different entities. Finally, a tiny fraction of the knowledge workers will have programming skills. The
compositional model to be created must satisfy all three types of users (programming-illiterate users,
advanced users and programmers) so that they can all exploit the web services that will make up the
back-end of their RIAs irrespective of their programming expertise.

As our contribution to the emerging EUD of RIAs, we implemented the above requirements in an
end-user compositional model. We explain the details of this model in the following sections.

5 End-User Component Model for RIAs

The end-user component model defines what components are necessary to compose a RIA that solves
a real problem and how they are organized.

EUD Metaphor

Building Block

Pre

Fact

Catalogue

Post

Mashup

Gadget

View

Back-end Resource

OperatorDescription

Abstract GUI

Resource Wrapping

1

1..*
1..*

1..*

1

1
1..*

Figure 1 Component model of end-user RIAs

Figure 1 shows the EUD components for building RIAs and their relationships. This model aims to
solve the problems described in Section 3 and, at the same time, exploit the key success factors of
existing EUD applications [28], discussed in Section 2. Additionally, the model considers ideas
suggested earlier in the state of the art by De Silva and Ginige [48] in an EUD support meta-model for
business information systems, which is tailored for the development of RIAs. The key and innovative
part of this approach lies in the back-end resources: these design elements will be the result of simply
wrapping, as shown in Section 7.2, components already existing in EUD solutions, such as iGoogle or
Kapow Katalyst, or new web services. They will be simply wrapped using a template that makes
service invocation compatible with the pre- and postconditions proper to the above components model.
This way, it is easy to convert the ecosystem of services located on the web into valid resources for the
EUD of RIAs. Responsibility for wrapping falls to the service provider, motivated by what would be
the success of connecting with the long tail of Internet users and benefiting from service use, or to
programming-proficient users that detect the need for the service during the EUD of a RIA and decide
to share their advances with other members of the end-user community.
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In conclusion, the design elements of a RIA will be published in collaborative catalogues and will
have a natural language description that knowledge workers can understand, a simple user-manageable
interface for invoking functionality through a remote resource or accessing disperse heterogeneous
data via the web. Finally, some design elements will be able to interact with others based on the same
input and output data that they share and will be modelled as user-understandable pre- and
postconditions.

The components defining the model and the motivation for their inclusion are detailed in the
following.

5.1  Back-End Resource

In the context of RIAs, web services can be regarded as components that can and should be composed
into larger systems [49]. However, web services are just a particular case of invocable resources for
composition.

One of the main advantages of our proposed wrapping is the fact that tailoring is not tied to
traditional SOAP-based web services. The model is open to all kinds of back-end services, such as
databases, legacy systems and even REST-compliant resources. Thus, we are offering a new approach
to enterprise application integration problems [50].

Bearing this in mind, the component model defines a back-end resource as the key component
required to wrap or tailor services for subsequent composition. On the one hand, resources can be seen
as an abstraction of an invocable method (i.e., one specific method for a web service, a POST method
for a RESTFul service [20] or any other type of back-end resource conforming to this concept [51]).
On the other hand, a standardized interface should enable a composition technique. We propose to
model the inputs and outputs of the resources as pre- and postconditions composed of atomic
assertions. They are modelled using semantic technologies and are called facts.

5.2  Operator

Operator is a subclass of back-end resources. Operators are meant to transform and/or modify data in
piping processes. No constraints have been placed on operators in the proposed end-user compositional
model, and they are invoked through a common interface as if they were simple tailored services.

The end-user compositional model must define several instances of general-purpose operators,
such as aggregators, filters, selectors or iterators. Moreover, the development model will provide the
option of extending operators on demand.

5.3  Fact

Scientifically speaking, a fact is an objective and verifiable observation representing assertions
regarding a matter. From the end-user compositional model standpoint, facts are instances of domain
concepts and are the basic information unit of RIAs. They enable assisted semantic composition to
help users to enact processes.

To do this, they act as pre- or postconditions for the other building blocks. Preconditions form a set
of constraints that restrict the execution of components, whereas postconditions represent changes as a
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result of component execution. In the next section we will see how pre- and postconditions play an
important role in the EUD composition technique.

At runtime, facts can also be stored in a knowledge base representing the application state.

5.4  View

View can be seen as a generic graphical UI acting as a service front-end. It is responsible for
establishing visual communication and the interaction mechanism with end users. In our proposed
model, graphical elements contain both view and presentation logic (i.e., event management or
rendering operations). Views are considered as black-box components and can be developed in any
(web) technology. These developments are supported in the current state of the art, where conceptual
UI patterns have been identified and specified in business management applications [52]. Note,
however, that they should be designed as generically as possible to promote their reusability across
different application domains.

Remember that views will be the interface that end users will see and interact with, and they have
to offer the best user experience. But this is not an easy thing to do with just a generic interface. This is
where component parameterization comes in. Parameterization is useful for delivering customized
forms (i.e., enabling internationalization or tailoring of general-purpose interfaces for a specific
domain). In some cases, a customized generic view will not meet user requirements either. To solve
this problem, the model supports domain-specific views (like forms, specific GUIs, and so on).

As mentioned above, views are regarded as black-box components. To support interaction with the
other model components, it is necessary to define their public interface. To ensure composition
modularity, the forms offer an interface based on the above pre- and postconditions.

5.5  Gadget

Gadgets are probably the most important component of our model. They are the minimal functional
blocks that can be executed independently. They include business logic and graphical user interfaces
interconnected with each other. Like the above components, gadgets have a fact-based interface. This
interface will play a key role in their composition to create mashups, as discussed in Section 6. Bearing
these constraints in mind, gadgets can be created in two different ways: (a) by linking several
resources, operators and a view together in compliance with the end-user development model, or (b) by
developing a monolithic and ad-hoc piece of code on the condition that it conforms to the gadget
interface.

5.6  Mashup

The last key component of our component model is the mashup. A mashup is a top-level RIA
component, and it is literally made up of a set of gadgets. Specifically, a mashup is a meaningful
aggregation of gadgets vested with business logic. Business logic comes from the combination of each
gadget’s inner logic, plus the composition logic.

There is a fact-driven approach to flow between gadgets. This is equivalent to the famously
successful dataflow between spreadsheet cells. Both pre- and postconditions are used to drive the
dataflow during the mashup execution. This technique will be explained in Section 6.
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Finally, note that mashups can also be composed to create bigger ones. This is possible because
they also share the same fact-based interface as the other EUD components.

6     End-User Development Model for RIAs

The aim of the end-user development model is to define how the components described in Section 5
can actually be composed to build real RIAs.

The development model proposed in this paper is as follows: end users give a natural language
description of how to solve familiar problems systematically using distributed information sources,
dataflows among these sources, by accessing remote resources, etc. [16]. For example, if users
repeatedly have to copy and paste data from one web portal that wraps public administration services
or a consumer service in the commercial sphere to another, they would be able to give a natural
language description of the solution that they are looking for. This description will contain nouns that
can be used in a keyword search of a components catalogue, where these components are tagged,
applied by their providers and other users to find preliminary parts on which to build the solution [18].
When they have identified a valid component for the RIA under development (like a wrapped service,
a component for searching data on a web site, etc.), users will build it into their composition. At this
point, the framework implementing the EUD composition will infer recommendations of new
components based, first, on the natural language description given by the user and, second, on the
semantics of the data of the components already in use [29]. This approach based on directed searches
and supported by folksonomies [53] (taxonomies of components inferred from lightweight semantic
annotations, like tags, imposed by the long tail itself) and on social IT support technologies like blogs,
wikis, etc. [6], appear in numerous EUD approaches like iGoogle, Yahoo!Pipes, OpenKapow or
RoboMaker [28].

Using this method end users will be able to find an exact (or a similar) solution in a components
catalogue published by a software provider or an end user that has already wrestled with a similar
problem. In this case, the user will simply have to instantiate and parameterize this solution. More
often than not, though, users will have to build their own solutions by mashing up several components
recommended on the basis of their natural language description of the target solution. Generally, end
users are known not to be good at decomposing problems into subproblems; therefore, users may find
it difficult to create a RIA from the ground up. Nonetheless, we describe a primarily bottom-up
process, since the EUD framework will recommend the off-the-shelf elements that users will mostly
use. These elements will then be equated with parts of the problem as it is conceived by the users (for
example, wrapped services that are equivalent to web portals that users use on a daily basis, etc.), and
end-user development will be based on these elements. After instantiating these off-the-shelf elements,
the users will add more and more functionality to their RIA based on the elements already at their
disposal and recommendations based on lightweight semantics. Based on other earlier user actions and
the data processed by the available elements, the framework will infer recommendations of other
elements that users will be able to build into their application. Users will take a top-down approach to
search the catalogue first for more general-purpose elements to meet their needs. Catalogues are not
the most straightforward way of locating components, and the complications [54], such as the
difficulty in finding functional elements that perform the target operations and procedures, problems in
understanding an element’s functionality and the complexity of finding different elements that are
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compatible with each other and can cooperate on involved tasks, have been under investigation for
many years. Our approach has dealt with all these problems using the lightweight semantics that
accompanies each element and can be edited, improved and supervised by each end user that uses the
component in question. A user can tag a component, and a folksonomy [53] of elements will be
generated based on the tags used by the element provider and users enabling keyword-based element
searching. Similarly, each element will include natural language descriptions to explain the
functionality and possible uses of the component. Finally, the component inputs and outputs will be
specified by the tags for each input and/or output data item. This way, a compositional tool can match
an element to the data present in a partial design and check whether it is compatible with that design or
recommend parts that are interoperable with the ones in use. The building blocks hierarchy present in
the EUD catalogues, classified in decreasing order of generality, is as follows: mashups, gadgets,
views and back-end resources. Each mashup is composed of multiple gadgets. Gadgets offer users a
visual interface for managing a wrapped resource. Thanks to the support of software providers, these
are the most populous elements in today’s EUD catalogues. Through visual and semantically-driven
wiring, end users will be able to build these elements into their mashups and create dataflows between
them. These flows will help to convey the knowledge workers’ systematic knowledge, explicitly
exploiting their problem expertise. If the catalogue does not contain the gadget that the end users need,
they will have to use finer-grained EUD components —visual items or back-end resources (operators
or services invocation)—, to compose this gadget.

Note that if the back-end resource that users require is not available, the entire EUD process will
end without the RIA required by the users being built. This way, the whole RIA-oriented end-user
composition model described is based on two premises. First, the widespread use of current and future
EUD tools will end up populating a range of components catalogues with parts enough to be able to
increasingly satisfy the more general needs of the end users. Second, the end-user composition model
can never supplant traditional programming processes, as they are still absolutely necessary for
building these back-end resources. The compositional model enables end users to compose and
parameterize the RIAs based on existing components, releasing them from tedious routine tasks and
boosting their productivity [6].

This EUD model contains two key composition levels: the wiring of different gadgets with each
other to build a mashup, and the piping of different back-end resources and visual elements to build a
gadget. Both levels are supported by a composition technique based on pre- and postcondition
mechanisms.

In the following, we present the two composition levels for gadgets and mashups, and the fact-
based pre-/postcondition mechanism.

6.1  PRE/POST Mechanism

As discussed earlier, all the components in the EUD composition model have a common interface
whose inputs and outputs are defined in terms of facts. Facts are data accompanied by lightweight
semantics useful for ascertaining their type and the ontological concept that they represent for
association with other facts referencing the same semantics. Components can use preconditions (PRE)
to constrain their execution. A component that needs a certain data type in order to execute properly
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will wait until it receives that information. Once the component has received all the data that it
requires, it will execute.

Components usually generate some output data belonging to a specific data type and a domain
class at run time. These are postconditions (POST). Once generated, a postcondition is usually stored
in a knowledge base. In gadget composition, the postcondition will be propagated along semantic pipes
to the next component in the composition chain, whereas, in mashup composition, an inference engine
will propagate dataflows.

Both the components of the model and the PRE/POST mechanism play a role in the
parameterization and tailoring of properties. First, components should be parameterized. To do this, a
component is instantiated by filling its internal attributes with specific values (see Figure 2a). This
parameterization can range from the component having one interface or another (based, for example,
on different skins) to the component being set up with user-specific context data (like search
preferences, email account or associated web services like social network profiles configurations, etc.).

Figure 2 Component parameterization and tailoring

Then, the component has to be tailored to the execution context through its interfaces, operators,
etc., to output the target postconditions, taking into account that the precondition may also be modified
(see Figure 2b). Thanks to this step, called tailoring, the data of different components that a priori do
not have the same syntax or typing will be able to cooperate with each other, provided their semantics
denotes that both data reference a common meaning, formalized in an ontology, for example. Suppose,
for example, we have a design where the precondition of the component is a place and the purpose of
the component is to indicate that place on a map, whereas the postcondition of another component is a
data item that is a priori a character string. If the tags associated with the character string indicate that
its meaning is a place where an event is to take place, that postcondition has to be tailored to indicate
that the generated fact is a location, and, semantically, matches the precondition of the map
component. Finally, facts are connected by creating semantic pipes thus enabling gluing (see Figure
2c).
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6.2  Gadget Composition

The bottom level of the end-user development model refers to the composition of existing resources,
operators and views to create gadgets. We will illustrate how this composition technique works by
means of a login gadget, illustrated in Figure 3.

Figure 3 End-user gadget development process

To get the gadget development started, end users usually start by selecting a view that meets their
needs (1). In this first step, existing approaches can be applied to set out user requirements in complex
user interfaces that meet such requirements, as expounded by Díaz et al. in 2001 [55]. In our approach,
visual development is completely bottom up and the users will be able to generate the interface based
on general-purpose visual elements, such as forms with editable fields. The selected view may have to
satisfy a precondition (2). In this case, end users will need to look for a back-end resource whose
postcondition matches the above precondition (3). If end users are unable to find exactly the right
resource, but there is another resource whose output is quite like what they are looking for, they might
want to use an operator to adapt the data to the specific precondition format (4). Semantic pipes will
link back-end resources, operators and the view. These pipes will use semantic matching to guarantee
the validity of the data and their data type.

Thanks to the PRE/POST mechanism, back-end resources have their own preconditions. These
preconditions also have to be satisfied in order to get the gadget working. If they can be satisfied by
means of other resource postconditions, the user will connect these resources (5). If not, the unresolved
precondition will be one of the gadget preconditions (6), thus having to be solved.

When the view preconditions have been satisfied, a GUI event could, depending on the type of
form that the user has selected (interactive or otherwise), be necessary for the view to execute (7).
View execution should create some output data (in the shape of a postcondition). Depending on the
gadget business logic, the postcondition could be propagated to a back-end resource to validate its data
(8). Finally, if the execution is error free, the gadget postcondition will generate the new fact (9).
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6.3  Mashup Composition

Mashup composition is the top level of the end-user development model and generates a fully
functional RIA. As expected, every gadget to be composed has a set of attached pre- and
postconditions that will be used to drive the dataflow from one to another through a set of facts output
during the mashup execution. This way, a gadget has two possible states: reachable and unreachable. If
all the preconditions of a gadget are met by the facts output during the mashup execution, the gadget
will be reachable. Otherwise, it will be unreachable. In this case, users will be told that the data
required for the gadget to work are not being produced by the dataflow, and they will be instructed as
follows:

• The compositional environment shall recommend new components that contain the necessary
data in their postcondition, suggesting in the first place those components whose
preconditions are also absolutely or almost completely met.

• Users receive recommendations on data tailoring actually generated by the dataflow that
might possibly share the semantics of the unsatisfied precondition. To do this, the framework
will have to use support ontologies to check the lightweight semantics associated with each
data item, recommending data that are likely to be interrelated and enabling users to complete
the necessary tailoring for the generated data item to be syntactically consumable by the
unsatisfied precondition.

Note that end users do not explicitly define any dataflow between gadgets at execution time. End-
user IDEs will be able to define these dataflows at development time, through the PRE/POST
mechanism. Thanks to the PRE/POST mechanism, there should be no obstacle to adding a gadget
whose preconditions are satisfied by the current facts present in the mashup.

7     End-User Development Languages for RIAs

End users do not manage these languages, as they use the components as black boxes through a
framework supporting compositional development. These low-level languages will be useful for user-
centred component or EUD solution programmers and providers to be able to implement frameworks
that instantiate the described compositional model.

In order to meet all the development language requirements [34], we envision three different
representations or languages with different aims:

• End-user visual development language (EUDL): a visual language enabling end and technical
users to intuitively and productively compose their own software solutions.

• EUD modelling language (EUDML): a markup language used for intermediate storage of
compositions and development. This representation is not intended for use directly by users.
In actual fact, it is designed for processing and transmission.

• Execution language: RIAs have to be compiled to executable languages for deployment on
different execution platforms.

The RIA design process will include a set of model transformations [56] from the visual language
to the execution language. However, these transformations will be done automatically, and end users
will only deal with the visual language. In the following we detail these languages and the
transformations.
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7.1  End-User Visual Development Language

End-user RIA development will require a language for visually composing the different EUD
components. There are lots of visual languages in the literature [57, 58], and some even describe how
services are composed [33, 46]. These visual languages often suffer from scalability problems and,
therefore, alternatives, such as EUD support hypermedia tools have emerged [59]. This end-user RIA
development approach was conceived by researching and observing such tools. Finally, there are
several languages designed from a user-centred perspective. For this reason, we have not developed a
new language, and have simply adapted visual languages to the components and development model
presented in this paper. A number of visual languages and tools have been successfully used for many
different purposes (e.g., programming, user interaction and visualization) [47, 60]. Visual languages
attempt to provide an effective, graphical, non-linear representation that has been successfully applied
to modelling (e.g., UML), parallel computing, laboratory simulation, image processing, workflow
description, hypertext design, and even object-oriented programming [61]. Following our EUD
approach, software composition is potentially a good application domain for a graph-based, visual
notation. Instead of focusing on typical composition issues like how the “spatial” architecture of a
software system can be specified in terms of components and connectors, however, we describe how
services should be composed in “time” [62]. Apart from describing the dataflow structure of the
interaction between different services, we have also included a separate description of their controlflow
dependencies [62]. A limitation of a controlflow-based visual language applied to service composition,
however, is that there is no visual notation for specifying adaptations between mismatching service
interfaces [64].

Figure 4 Example of the visual language used in the EzWeb/FAST framework that implements the end-user compositional
model

Figure 4 shows an example of the visual language used in the EzWeb/FAST framework that
implements the described compositional model. The EzWeb tool is illustrated on the left, where the
different tabs are different workspaces, and each one contains a set of gadgets (a map built from
Google Maps, a hotel management system created by Expedia, a gadget with tourist information that
invokes off-the-shelf Amazon products, and an airline/train/coach ticket search engine). These gadgets
will cooperate with each other through their pre-/postconditions. Users can set up a dataflow between
the gadgets as if each component were a spreadsheet cell, and data input in one cell were to trigger the
dataflow and service invocations in the others. FAST, a tool for composing each gadget based on its
building blocks, is shown on the right. This tool is useful for designing the interface, data use, services
invocations, operating on data, etc. FAST is a design time development environment, whereas EzWeb
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is a RIA development environment at development time and a technological execution platform at run
time. The explanation of the visual language used in each tool is irrelevant in the field of EUD research
generally, as a multitude of languages and options would satisfy the needs of this end-user
compositional model.

7.2  EUD Modelling Language (EUDML)

Visual development languages are intended to be used by human beings through graphical
representations that must be serialized for computer processing. Therefore, the EUD frameworks need
to deal with a machine-friendly representation of the building blocks created during design. The Open
Mashup Alliance has published an Enterprise Mashup Markup Language (EMML) [65] containing
support for serialized representations of composite applications and components. EMML was a seed
for the EUDML proposed here. Apart from the serialized representation of building blocks, EUDML
must meet the following requirements.

First of all, EUDML must be expressive enough to losslessly represent the building block model
being designed. Not only must it ensure model persistence but it must also support social sharing
mechanisms. Resulting artefacts must conform to an unambiguous representation capturing all the
modelling information and, at the same time, make provision for their translation into executable
objects. Unlike the end-user development language, the focus shifts from user-friendliness to
computability and execution performance, raising different design constraints. This is why the
behaviour of the EUDML needs to be defined.

Whenever a user visually adds a new building block to a composition or creates a new connection
(i.e., pipes or wires) between two components, this visual manipulation has an effect on the model that
has a counterpart in the EUDML representation. Both representations must be kept consistent
throughout all the development steps, since there is a definite correspondence which is manageable by
the tool.

EUDML-modelled documents should represent the following groups of information about an EUD
component design:

• Non-functional properties. These properties describe the building block under design and
include component meta-data, such as author, creation date, semantically enriched tags and so
on. Their purpose is to better identify and describe the building block, and they are kept
separate from the behaviour that is covered in more detail and more formally in the remainder
of the document.

• Building blocks library. EUDML-described building blocks should be defined in terms of
lower level building blocks. When a user visually adds a new building block, the library
should be updated with the URI identifying the block and any instantiation metadata related
to parameterization, and render information for further editing.

• Relationships. The document must represent how the building blocks relate to each other. For
instance, piping or wiring will lead to the creation of new components in the document
describing the related entities and the type of relation.

• Referenced executable objects. Bottom-level building blocks are executable black boxes that
should also be described by EUDML documents. In such documents, the building blocks
library and the relationship information should be replaced by a reference to the actual
implementation.
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• Pre- and postconditions. The boundaries of the component as a whole should be defined in
the form of pre- and postconditions whose formalization relies on, for example, a subset of
SPARQL expressions [66], plus a human-readable description. This kind of representation
will enable semantic-based recommendations during design and component semantic
matching.

At the syntactical level, EUDML documents could be represented in any hierarchical object-
oriented syntax. This way, the semantics described in EUDML will be instantiated in an object-
oriented structure and implemented by means of object-oriented languages, for which purpose assorted
markup languages, such as XML or RDF are suitable. But, JSON object notation [67] stands out on
interoperability and client-server round-trip communication. An illustrative code snippet in Figure 5
depicts a gadget modelled in EUDML using JSON, which is responsible for displaying Amazon
commercial products.

The EUDML representation of a gadget, plus the linked representation of the composed building
blocks and the executable objects in the bottom-level blocks, contain all the information required to
build the RIA. The next section discusses that process.

7.3  Execution Language

The main objective of the presented end-user compositional model is to produce an executable RIA
that is able to run on existing EUD web platforms. Therefore, the end-user design process outcomes
must be transformed into an executable object. This object will be tailored to the available underlying
technologies supported by the RIAs (i.e., JavaScript, HTML and CSS). These well-known
technologies are the groundwork of the EUD Execution Language and are common place in web
development. The interesting points related to the architecture and actual execution of the building
blocks are discussed here.

EUDML compilation to the final executable code includes several steps. Remarkably, though, the
compilation process is done differently depending on the type of building block, mashups or gadgets,
being created. In any case, the outcome is an executable object.

A compiled mashup, which is the basis of a RIA, is made up of the following components:
• A rule-based engine. This engine manages the execution flow of the different gadgets. It

consists of a knowledge base and a set of rules. The knowledge base represents the current
status of an executing mashup and contains all the instances of concepts produced at a given
time. Each of the rules represents an executable gadget or a connector between two gadgets.
The engine relies on the well-known RETE algorithm [68], which is not described here. The
rule engine is largely mashup-platform agnostic, but some key and optional functionalities are
confined to the platform-dependent module. Depending on the target platform, a suitable
module will be plugged in.

• Platform-dependent library. This library conforms to a predefined API, providing common
features such as AJAX calls or user preference management. Mashup platforms implement
the above functionality in a non-standard fashion, calling for target platform-specific libraries.

• Library of executable objects. Pre-compiled code for all the gadgets and other building blocks
that constitute the mashup are compiled into this library. The gadget compilation process will
be described below.
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• Runtime metadata. The metadata include all the information necessary to instantiate the
different building blocks in the mashup and an executable rule set used by the rule engine.
None of the non-functional properties are needed at this stage, however. Rules include static
mediation information and, thus, are independent of a full-blown semantic reasoner.

                           Figure 5 Example of EUDML representation of a gadget component

On the other hand, gadget compilation takes an EUDML-based gadget document and outputs the
executable object for integration into a building block library. To do this, the following components
must be compiled:

• Interface characterization. This is relevant meta-information that will be exploited during
mashup compilation and execution. It states the gadget pre- and postconditions.

• Building block runtime dependencies. List of references to building block components needed
for gadget execution that can be recursively traversed in order to output a transitive
dependency list. The combined list of dependencies is output as part of the mashup
compilation and comprises the view conveying the UI, back-end resources providing both
data and functionality, and operators that transform the data.

• Instantiation metadata. Executable components to be instantiated at runtime can be
appropriately parameterized with user information kept as part of the instantiation metadata.

• Piping information. A pipe states that the output (postcondition) of a building block is
connected to an input (precondition) of another one. Therefore, the execution of a given
building block is constrained to the reception of every precondition through their respective
pipes. This will be translated into statically resolved pairs that inform the respective
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connected precondition of a change when a postcondition is triggered (for instance, if a
service has output data). If all the preconditions of a building block are satisfied, the
associated action is launched.

The gadget compilation process will end up making a new gadget available in the catalogue. This
gadget can be consumed to create new mashups.

8     Empirical Study of the End-User Development of RIAs

Having defined the emerging end-user compositional model to create RIAs and its development model,
our research focused on the construction of a framework that would instantiate the defined model,
exploiting the success factors present in other EUD tools for creating mashups, RIAs and composite
applications (examined previously in [28] and [38]). The result was the EzWeb/FAST framework (see
[69] and [70] respectively), an open-source product developed as part of research by two international
R&D project consortiums. Using this framework, developed in partnership with major IT companies,
like Telefónica I+D, SAP, Deri Galway or Cyntelix, and higher education institutions, including the
Universität Kassel, we have been able to statistically evaluate whether programming-illiterate end
users are really able to tackle certain real problems and compose a RIA based on the off-the-shelf
components that major companies like Google, Amazon, Yahoo!, IBM, Sun or Oracle have made
available to the long tail over today’s Internet. EzWeb/FAST instantiates the end-user compositional
model (see [28] and [38]). Also, it is a good test bench for checking that the created component
achieves its goal: give end users access to the tools that they need to create RIAs to support or boost
their knowledge work, irrespective of their programming expertise.

The conducted study was designed to answer three research questions:

 (1) RQ1: How well does EzWeb/FAST, which instantiates the proposed end-user compositional
model, adapt to the needs and capabilities of programming-illiterate knowledge
workers?

 (2) RQ2: Is the time it takes to develop RIAs applying the end-user compositional model viable
and practicable?

 (3) RQ3: Do the RIAs created by surveyed users meet the set requirements and how do they fare
in terms of quality, robustness, reliability and completeness?

The results of this survey using the framework that instantiates the model do not validate the
underlying compositional model (such validation would require the use of different frameworks
implementing the model and a long-term evaluation of such frameworks), but it does check whether
the components, development process and coding languages described here really do empower
programming-illiterate users to compose a RIA that satisfies a given real problem.

We ran the statistical study on a significant sample of 100 users characterized in Table 1. Half of
the sample were programming-illiterate users and the other half were users with some technical
expertise (previous experience using BPEL, notions of JavaScript, mashup platforms, HTML, CSS),
some (a minority) even having knowledge of a programming language (Java, J2EE, Php, ASP, AJAX,
object-oriented programming patterns, C, C++, C#, Haskell, Prolog, and so on).
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Table 1 Sample characterization

Characterization End users (50) Power or advanced users
(50) Total (100)

Gender
Male 26 25 51
Female 24 25 49
Age
< 20 years 9 10 19
20-34 years 12 11 23
35-49 years 11 12 23
50-64 years 10 10 20
> 65 years 8 7 15
Educational Attainment
Secondary School 12 12 24
Vocational Training 13 13 26
Bachelor’s Degree 12 13 25
Master’s Degree 13 12 25
Employment
Student 13 15 28
Researcher 14 18 32
Employee 23 17 40
Experience and previous knowledge
Mashup Platforms 3 42 45
Web Services (SOAP,
ESB, BPEL, etc.)

2 25 27

JavaScript, HTML,
CSS, AJAX

0 41 41

Java, J2EE 0 25 25
Php, ASP 0 26 26
OO Programming 0 31 31
C, C++, C# 0 6 6
Haskell, Prolog 0 3 3

Users were asked to develop a composite application to plan business trips. They had to create a web
application that searched for and booked means of transport, hotels, tourist information and localized
destinations listed on a personal agenda. This solution also had to control the financial costs against a
spreadsheet that included a budget. A complete description of the proposed problem can be found at
[71] (see Problem 0). To solve this problem, they had to use EzWeb/FAST and an abundant set of
design elements conforming to the end-user compositional model principles. For more details on the
components populating EzWeb/FAST, how users found, used and tailored components, see [72] and
[73], respectively.

To find out which components the sample had access to, their description, consumed and
generated data, etc., register and use the free EzWeb/FAST tool, available at [74] and [75]

The survey was conducted as follows. Users were trained, and they then conducted a requirements
study and analysis, and the final development. The end-user compositional model training was
confined to a 20-minute oral presentation of EzWeb/FAST and its interface, and a 10-minute viewing
of multimedia material serving as the developed tool user’s manual and illustrating the development
process to be enacted (see [76]). These demos likewise show the use of the catalogue and the semantic
data channels among components. They make it clear how users used the catalogue and managed to
discover useful elements to compose the required RIA. This catalogue enables end users to discover
and exploit the elements it contains. It conforms to a number of premises described in [34] and uses
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Web 2.0 technologies, such as wikis, lightweight semantic tagging and folksonomies, described in
more detail in [77] to do this.

Note, first, that all users managed to build this solution as a mashup-type composite web
application based on the composition of catalogued design elements. These elements were provided by
software distributors like Amazon, Trip Advisor, Google or Yahoo! These distributors have already
started to publish services as programming APIs for programming-illiterate users (in repositories like
ProgrammableWeb [78], which publishes resources for partially programming literate users).

8.1 RQ1: How well does EzWeb/FAST adapt to the needs and capabilities of programming-illiterate
knowledge workers?

The first result of our research is that 95 users, irrespective of their programming literacy, managed to
put together a valid solution that worked satisfactorily and solved the set problem. Only five end users
did not manage to build a solution using EzWeb/FAST. All five ran into trouble during the process of
interconnecting heterogeneous components.

Then, a theoretical/practical presentation of other EUD web tools, particularly iGoogle, Kapow
Katalyst, Yahoo! Dapper and Netvibes, was held for the 100 users in the sample. Using these tools, a
total of only seven programming-illiterate users (14% of end users) and 35 programmers (70% of the
technical users) were able to develop RIAs that met most of the requirements through combination.
These results, very poor compared with EzWeb/FAST outcomes, indicate that EzWeb/FAST
acceptance and performance among real users is better. EzWeb/FAST actually scores higher on key
aspects targeted by the compositional model presented here and elicited from the critical success
factors in EUD, such as framework ease of use, user perception of real-world usefulness and user
perception of RIA performance.

Members of the research group were present and witnessed the RIA development process
throughout the experiment. These members were involved in measuring the development time and
evaluating whether the RIAs met the specifications. They then evaluated each application developed
by the 95 users in terms of efficiency, completeness, robustness and quality.

Each user rated the effectiveness, usability and simplicity of the end-user compositional model
underlying EzWeb/FAST in a survey. The main survey questions are shown in Table 2. The survey
was built according to the principles expounded by Lehmann and Romano [79] on a five-point Likert
scale. Table 2 also shows the analysed results on a 1-to-5 rating scale (where 1 is the worst and 5 is the
best result), listing user ratings in terms of programming expertise and total scores. They turned out to
very positive. Note that, as the majority of the sample (86%) was unable to solve the set problem using
one or more other EUD tools (iGoogle, AMICO, Kapow, Yahoo!, etc.), users were only questioned
about EzWeb/FAST omitting the other tools used in the experiment. Table 3 shows the descriptive
statistics of the evaluation conducted by users which is equivalent to a normal distribution with a mean
of 4.09 points (on a scale of 1 to 5) and a standard deviation (σ) of 0.38. Mean is the mean user rating
variable. Additionally, we show the descriptive statistics of the distribution of ratings by end users and
technical users, and the normalized distribution of these last two samples (end user and technical user
ratings). The histograms represent the density distribution of the end-user rating and technical-user
rating variables. The x-axis represents the final scores given by the survey users (from 1 to 5), whereas
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the y-axis shows the density of the sample giving a particular score. The density of each interval is
calculated as the percentage of the sample that gave a particular range of scores divided by the interval
length. To assure histogram representativeness, the selected interval lengths were 0.3 points on a 1-to-5
scale. Accordingly, a value equal to y on the y-axis for a score x indicates that a percentage equal to
(0.3 * y) of the sample gave a score in the range of x-0.3 and x+0.3 points, where the value y=1.5
indicates that 45% of the sample gave scores inside that interval.

Table 2 Survey Questions

N.    Item End Users
Score

Technical
Users Score

Total
Score

Q7 EzWeb/FAST is a satisfactory means for creating solutions to
meet personal needs when it is not feasible to develop a
traditional solution due to time and/or budget constraints.

4.24 4.06 4.15

Q8 It is rewarding to use tools like EzWeb/FAST and be able to
rapidly and simply create mashups.

4.28 4.12 4.20

Q9 Domain experts, web programmers and service providers
should consider the end-user composition model as a design
vision to be taken into account.

4.08 4.00 4.04

Q10 The more people that adopt the end-user composition model the
easier it will be to find useful design components and create
end-user solutions.

4.40 4.38 4.39

Q11 The end-user composition model enormously simplifies the
stages of implementation, testing, debugging and any
modifications to account for changing requirements of the EUD
solution development process.

4.26 4.06 4.16

Q12 It was complicated to create a solution to the stated problem
using EzWeb/FAST.

4.18 4.04 4.11

Q13 The design components available in the end-user composition
model do not meet the needs of real-world problems: parts are
either overly general or overly specific.

3.52 3.26 3.39

Q14 The communication mechanism between the design elements is
not suitable for solving the problems that end users are likely to
have.

3.92 3.74 3.83

Q15 The solution created using EzWeb/FAST can be
straightforwardly evaluated in a stepwise manner to check that
it is error free and be able to create increasingly complex
solutions.

4.48 4.22 4.35

Q16 Using EzWeb/FAST, a change in the end-user requirements
leads to major rework to tailor the solution to the new problem.

4.16 3.84 4.00

Q17 The EzWeb/FAST EUD platform is easy to use even first time
round.

4.28 4.00 4.14

Q18 Most people could learn to use EzWeb/FAST to develop end-
user solutions.

4.20 3.90 4.05

Q19 I get the feeling that it is not easy to create real-world solutions
using EzWeb/FAST.

4.18 3.98 4.08

Q20 The development model interface and support built into
EzWeb/FAST are too complex for end users to be able to create
solutions.

4.52 4.32 4.42

Q21 Users need a lot of additional training before they will be able
to use EzWeb/FAST effectively to develop their own solutions.

4.48 4.38 4.43

Q22 It is easy to link several components in the EzWeb/FAST using
pre- and postcondition mechanisms.

4.12 4.02 4.07

Q23 Useful design components are easy to locate thanks to
EzWeb/FAST catalogues.

3.98 4.04 4.01

Q24 It is hard to publish new design components as gadgets for use
in RIAs.

4.02 3.56 3.79

Q25 The composite system built did not respond as expected. 4.20 3.98 4.09
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Q26 It is hard to create a composite solution to a specific problem
using EzWeb/FAST (considering that the catalogue is well
enough populated with design components).

4.48 4.18 4.33

Q27 Which of the following do you think is the most realistic
development time ratio considering two development options
for a real problem: a) implement a solution from scratch and b)
use the end-user composition model?
1. The end-user composition model can reduce development

time/workload enormously
2. The end-user composition model can reduce development

time/workload appreciably
3. The workload for the end-user composition model and for

programming a solution from scratch is similar.
4. The end-user composition model takes more development

time than traditional programming.
5. The end-user composition model does not always manage

to produce a valid solution to a set problem, even if the
catalogue contains the necessary components.

4.36 4.30 4.33

Q28 Using the end-user composition model and tools like
EzWeb/FAST, any user (no matter how much programming
knowledge they have) can create their own solution to a
particular problem.

4.02 3.56 3.79

Q29 Users need to know how to program to create functional and
stable solutions using EzWeb/FAST.

3.98 3.92 3.95

Q30 Developing and tailoring new design components for EUD
platforms like EzWeb/FAST will be key occupation of
information technology enterprises in the future.

4.16 3.88 4.02

TOTAL 4.19 3.99 4.09

Table 3 Descriptive statistics of the evaluation

95% Confidence Interval for
Mean

N Mean Std. Dev. Variance Std. Error Lower
Bound

Upper
Bound Minimum Maximum

End-user
composition
evaluation (1-5)

95 4.09000 0.389307 0.151560 0.038931 3.326972038 4.853027962 2.960 4.880

End-user rating 45 4.19 0.327787 0.107444 0.046356 3.547550177 4.832449823 3.580 4.880
Technical user
rating 50 3.99 0.422729 0.178700 0.059783 3.161466661 4.818533339 2.960 4.880
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The data in Table 3 are evidence in response to RQ1, that the sample of end users rated the
EzWeb/FAST tool very positively (4.09 out of 5) and that 45 out of 50 users (90% of end users)
managed to compose a RIA that solved the set problem. These results are very representative, as the
sample had the opportunity, before rating EzWeb/FAST, of testing similar solutions with other
products on the market that did not meet all the premises of the described compositional model and
that achieve empirically poorer results [38].

The data also suggest that end users rated the tool better than programmers. This may a priori
appear to be an obvious point: end users, who have no other way of developing a RIA, will be very
satisfied at having been able to do this by themselves, whereas a more technical user is likely to be able
to program a RIA without the help of EUD solutions, and hence will be less impressed by the
framework. However, further statistical analysis is required to reveal which and what type of
quantitative and qualitative variables characterizing the sample are implicated in the tool rating.

We conducted an ANCOVA analysis (Table 5) to empirically check whether age, educational
attainment, employment or previous EUD and IT expertise cause the rating to vary. This analysis will
be able, on the one hand, to check that the selected sample is not biased and, therefore, does not
contaminate the conducted survey and, on the other, to identify what variables appear to have a direct
effect on user satisfaction with EzWeb/FAST.

Analysing the study, we find that the coefficient of determination R2 in Table 5 is very low
(0.395). This indicates that there is a high percentage of variability in the modelled variable so that
gender, age, educational attainment, employment and previous experience appear to explain only 30%
of the rating data. The other values are due to other unknown variables. This value of R2 and adjusted
R2 suggests that the rating of EzWeb/FAST is largely (70%) independent of the characteristics of the
users rating the paradigm (Figure 6). First, this result validates the sample, indicating that there is no
bias related to the qualitative and quantitative variables characteristic of the users and to their
recruitment for the study. The regression model shows a horizontal and vertical dispersion of
predictions, with error ranges from 2.5 to 5 points (out of 1 to 5 points), meaning that the mean rating
variable is completely independent.
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Table 5 ANCOVA analysis of the sample

Goodness of fit statistics
Observations Sum of

weights
df R² Adjusted

R²
MSE RMSE MAPE DW Cp AIC SBC PC

95.000 95.000 64.000 0.395 0.065 0.142 0.377 5.462 1.157 36.000 -167.99 -74.21 1.285

Analysis of variance:
Source df Sum of squares Mean squares F Pr > F

Model 33 5.932 0.169 1.196 0.264
Error 61 9.072 0.142
Corrected Total 94 15.004    

Computed against model Y=Mean(Y)

Type I sum of squares analysis:
Source DF Sum of squares Mean squares F Pr > F

3.- Age 1 0.134 0.134 0.943 0.335
4.1- Education 3 0.752 0.251 0.968 0.362
4.2-Employment 2 0.163 0.081 0.575 0.566
5.- Programming expertise 22 4.387 0.199 1.407 0.146
6.- EUD experience 6 0.456 0.076 0.536 0.779

2.- Gender 1 0.042 0.042 0.294 0.589

Type III sum of squares analysis:
Source DF Sum of squares Mean squares F Pr > F

3.- Age 1 0.084 0.084 0.595 0.443
4.1- Education 3 0.524 0.175 1.232 0.305
4.2- Employment 2 0.212 0.106 0.749 0.477
5.- Programming expertise 22 4.041 0.184 1.296 0.209
6.- EUD experience 6 0.445 0.074 0.523 0.789

2.- Gender 1 0.042 0.042 0.294 0.589

Figure 6 EzWeb/FAST rating fit based on the regression model
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Having validated the surveyed sample, it is worth mentioning that the ANCOVA analysis (Table
5) indicates that the selected explanatory variables cannot be considered to be the source of a
significant amount of model information (Pr > F = 0.264 >> 0.01). The model is not significant
because the rating of EzWeb/FAST is independent of the characterization of the sample, and this
means that we can assume that the results are not biased by the selected sample.

Analysing the results of the sum of squares analysis I and III in Table 5, we find the variable that
has most impact on the rating. Of the studied variables (age, gender, educational attainment,
employment, previous EUD experience and programming expertise), the variable with the greatest
Fisher F-distribution is previous programming expertise (F=1.407). Pr > F is equal to 0.146 (the closest
to 0.01) for that variable. Therefore, we can infer that the aspect of sample characterization that is most
statistically significant for the rating is whether or not the user has programming expertise. The other
variables have a weaker Fisher F-distribution (and, therefore, less impact on the rating). The variable
with the least impact on the model is gender, followed by previous EUD experience and then
employment and educational attainment. Judging by the probabilistic values Pr > F, everything appears
to indicate that previous EUD experience does not affect the rating of EzWeb/FAST at all. This way,
respondent age, employment, educational attainment, etc., will not alter the user rating of
EzWeb/FAST.

Finally, the extent to which each variable has an impact on the EzWeb/FAST rating can be
quantified using a regression model and its standardized coefficients. Figure 7 lists and plots the model
coefficients. The full survey supporting these data is available in [80].

Figure 7 Impact of each sample characterization variable on rating

The factor that most negatively affects the rating is that users are experienced in object-oriented
and structured programming of RIAs. These users do not appear to assimilate as well as other users the
bottom-up development process based on off-the-shelf components and the top-down searches of
composable parts in catalogues. However, these concepts, together with the idea of wiring closed
components and the composition of new components based on building blocks, are present in most
RIA composition technologies and/or tools, such as Symphony, Django, Dojo, Prototype, etc. [5],
which they had used to some extent in practice. This finding suggests that the end user-centred RIA

0,821

-0,372
Programming Experience =

O.O + Structured Programming

Programming Experience =
None



D. Lizcano, F. Alonso, J. Soriano, and G. López      225

compositional model is not based on the same premises as the compositional or visual programming
paradigm [30] with which the above technical users are acquainted. This, linked with several
publications discussing an emerging user-centred programming paradigm [8] on which our research is
based, possibly categorizes the compositional model presented here within a new self-contained
programming paradigm. This would explain why the technical users conceive the described EUD
components as being different from the low-level editable components managed by familiar
development frameworks, just as imperative paradigm programmers found it harder to adapt to the
object world than first-time developers using the object-oriented languages [81].

8.2  RQ2: Is the time it takes to develop RIAs applying the end-user composition model viable and
practicable?

Table 6 shows how long it took end users to develop solutions for the set problem, as well as five
additional problems proper to the RIAs domain that are described in detail in [71] (see problems 1 to
6). Each set problem was more complex, had more components, and therefore required more
development time than the last.

Table 6 Descriptive statistics for development time

Development Time (minutes) N Mean Std. Dev. Minimum Maximum
Main problem 95 8.390 3.296 5.000 21.000

Additional problems

1 95 4.308 1.054 2.970 8.205

2 95 4.089 0.965 2.750 7.541

3 95 4.910 0.818 3.865 6.518

4 95 4.932 0.782 3.764 6.405

5 95 7.744 2.179 4.640 16.262

6 95 9.711 1.640 7.000 14.282

To compare the development time required using the user-centred compositional development
model against other programming models and/or techniques, 50 programming-literate technical users
were asked to solve the main problem using any non-user-centred programming IDE or framework of
their choice. They were only asked to solve the main problem because it would have taken weeks or
even months of work to solve the other six. All 50 users built valid RIAs, but the gap in development
times was enormous, as shown in Table 7.

Table 7 Descriptive statistics for development time without EUD approach

Development Time (minutes) N Mean Std. Dev. Minimum Maximum
Main problem without
Ezweb/FAST

50 1219.98 87.010 1049 1390

Main problem with
EzWeb/FAST

95 8.390 3.296 5.000 21.000



226      A new end-user composition model to develop RIAs

This study shows that it took the technical users with programming expertise nearly twenty-and-a-
half hours to do this. In other words, development time was over 140 times greater than was required
to apply the EUD paradigm. It is, of course, only logical that software development will be much faster
using a CASE tool like EzWeb/FAST than starting from scratch. Nonetheless, the study demonstrated
that the development times required by EzWeb/FAST are independent of developer/user knowledge of
IT, programming languages, web services management, etc. This is by no means a trivial outcome and
has not been demonstrated to date by other EUD tools in use. To empirically demonstrate these
findings, we ran a one-way ANOVA of the development time variable against the qualitative variable
of whether or not they are end users. As the sample sizes of both types of user are similar (45-50), it is
not necessary to conduct preliminary studies (such as, a Levene study or Fisher’s F-test) to check
whether or not ANOVA is applicable. Table 8 shows the results of the ANOVA.

Table 8 One-Way ANOVA Test for development time

One-Way ANOVA α = 0.05

SUMMARY STATISTICS

Groups N Sum Mean Variance

End Users 45 416 8.32 10.14040816

Technical Users 50 423 8.46 11.8044898

Source of variations
Sum of
Squares (SS) df Mean Square F P-value F critical

Between group 0.49 1 0.49 0.044657305 0.83307426 3.938110878

Within group 1075.3 93 10.97244898

Total 1075.79 94

Looking at Table 7, we find that the F value 0.044 is much less than its critical value of 3.9381,
meaning that, with a significance level of 83%, the variation of the mean development times can be
said to be due to specific users influencing the above means, and this variation is not statistically
significant. That is, traditional programming expertise does not have an impact on the EUD RIA
development time. The ANOVA study, conducted for the main problem, was also prepared for the
other six standard problems, and the result was the same: there is no statistically significant difference
among the development times required by a programming-illiterate user and a programmer for
composing a RIA that solves the problems. On average, all users, irrespective of their programming
expertise, will take just as long to develop an EUD solution using the end-user compositional model.
Without the presented compositional model, this would be out of the question for end users. For these
premises to be true, however, software providers have to populate the collaborative catalogues
underpinning the end-user compositional model.

For the full statistical study of the EUD process, the set problems and the solutions built, see [80].
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8.3 RQ3: Do the RIAs created by surveyed users meet the set requirements and how do they fare in
terms of quality, robustness, reliability and completeness?

Finally, it remains to answer RQ3. After the development process, the experiment reviewers found that
the created RIAs worked efficiently and were useful. To do this, they inspected the EUML languages
and low-level code developed for each application, which they reviewed using white-box tests [11].
The applications met the set requirements and had similar computational efficiency, response times
and robustness to the RIAs built by the reviewers for the set problem (see [80]). In some cases, the
RIAs had dataflows that the users had added (under framework guidance in all cases) to solve aspects
that were not specified in the statement or were optional. Such flows led to longer response times,
albeit not to problems of robustness. These positive results are partly attributable to the building blocks
used in the end-user compositional model developed using web development, testing and maintenance
technologies [11]. Taking these operational components, the compositional model is responsible,
through the described composition techniques, for maintaining an adequate consistency of the dataflow
created by the user with guidance. Hoyer et al. [82] conducted an independent study and found that the
95 RIAs built for each of the 7 problems set in the study (the main problem and the other 6 problems in
the test bench) met the specified requirements correctly, robustly and reliably.

8.4 Discussion

The full study is documented at [83]. Additionally, the framework on which the study was conducted is
available at [74] and [75]. This framework and the proposed end-user compositional model on which it
is based are now being used by Spanish public administrations to promote new digital spaces for
citizen interaction. Saragossa Town Council is using the end-user compositional model and its
components to empower its citizens to compose their own software solutions to complete bureaucratic
formalities, access citizens’ services, report breakdowns or incidents on public thoroughfares, etc. [84].
Andalusia’s Regional Government [85] is also exploiting the end-user compositional model to offer
personalized public administration and citizens’ services.

In view of the results of a brief additional survey (see [83] for additional material), EzWeb/FAST
has received very positive ratings from a significant sample of end users with and without
programming skills. The relevance of the research is not that it output a successful tool but that it
elicited why this tool was more successful than others based on very similar components, such as
iGoogle, Yahoo! Pipes, AMICO or Kapow. As interviewers of the surveyed sample, our perception is
as follows: end users identified key tool weaknesses that map directly to the aspects of the
compositional model that the above tools omit, primarily:

• 95% of the sample stated that they had no way of interconnecting iGoogle widgets with
each other, whereas 76% missed the option of being able to compose widgets based on
finer-grained components.

• 82% of the sample highlighted that, apart from feeds and screen scraping-based
information sources, Yahoo! Pipes failed to provide useful wrapped services for end
users.

• Over 60% of the sample found that component linking and tailoring mechanisms in
Kapow solutions were not handy (required programming knowledge), whereas 85%
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found the component search, location, parameterization and recommendation mechanisms
(very similar to the ones proposed in the compositional model) to be very satisfactory

• 90% of the sample stated that the composition visual interface should not be confined to a
mere spreadsheet available through a URI in AMICO.

All the above findings match the shortcomings of each of the specific tools examined from the
viewpoint of the described compositional model [38]. On this ground, the key contribution of this
paper is a general-purpose model for use in the implementation and improvement of a user-centred
web software development tool (ranging from web pages and portals to complex composite
applications) in the knowledge that the use of such guidelines and heuristics will lead to an
improvement in end-user satisfaction and their perception of usefulness and ease of use.

9     Conclusions and future trends

Mashup creation and services composition is revolutionizing the Internet. Not having any
programming skills, end users, on their own, are often unable to develop RIAs that solve their real
problems. They are unable to use business services because they do not have a user-centred interface,
and existing front-end-centred solutions are based on set and rigid component libraries that do not
necessarily satisfy user requirements.

Current research in the field of EUD applied to RIAs has focused on encouraging software
engineers to get end users involved in the design, implementation and testing processes from the very
start of the web software lifecycle [86, 87]. But these approaches miscarry insofar as end users are
obliged to grasp, understand, contend with and get the hang of components, implementation elements
and development processes that were originally conceived by and for programmers. End users cannot
be expected to manage programming resources (functions, objects, transactions, etc.) that have little or
nothing to do with the cognitive perception of the problem and its potential solution as envisaged by
the end user.

In this paper we have described an emerging end-user compositional model showing how visual
and reusable building blocks can be used to easily create and efficiently build RIAs. Our research
offers a new open end-user development model, where end users can exploit their unique expertise in
an open innovative process of creation. Additionally, the compositional model described covers all the
functionalities of EUD tools for building today’s composite web applications. It can also be used to
formalize their design, compare their structure, improve their weaknesses and conduct research and
development on new development frameworks in the future.

As illustrated in Section 8, our approach enables customers without programming skills to build
complex RIAs from visual and tailorable components. A study was conducted to validate our research.
This study confirmed that business people are able to develop RIAs that meet their expectations,
provided, of course, that the adequate components are available. This, unfortunately, depends on such
proposals being accepted by and successful among the long tail of users. It is easy for programmer
users to wrap any SOA-, POX-RPC- or REST-based service for conversion into a EUD component,
and, if the number of users interested in such tools increases, more and more programmers are likely to
have a go at producing such wrappings. In any case, the study demonstrated that our EUD vision is
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successful: users with no programming skills are able to create RIAs. These RIAs are priceless since
they exploit user domain expertise in a short time to market and with low development costs.

Additionally, we noticed that technical users experienced in different traditional programming
paradigms find the compositional development process to be less intuitive than end users without any
technical knowledge whatsoever. This also applies to imperative paradigm programmers wanting to
switch to the object-oriented paradigm. They find it harder to adapt to than first-time object-oriented
programmers [81]. This backs the hypothesis that EUD development models are possibly shaping a
new programming paradigm, which, albeit spawned by earlier paradigms, such as the compositional,
dataflow or visual programming paradigms, marks a turning point in terms of the conception of how to
build software, where, for the first time ever, the developer will be programming illiterate [8].

Future work will concentrate on the development of a formalism that describes both the syntax and
semantics of available end-user composition languages. This formalism could be used to verify and
validate RIAs, automatically guaranteeing that they meet a set threshold of functionality, reliability,
performance, security and clarity. Also, we are working on the definition of a taxonomy of visual
elements. Our goal is to find a set of common visual patterns present in both the actual web application
UIs and the service front-ends. This set would be an excellent seed for building a repository of visual
UI components that could be exploited to tailor any service front-end to any requirements through
reuse and connection [88].
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